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Abstract: The paper describes a Refactoring Learning Environment, which is 
intended to analyse and assess programming code, based on refactoring rules. The 
Refactoring Learning Environment architecture includes an intelligent assistant, 
Refactoring Agent, which is responsible for the analysis and assessment of the code, 
written by students in real time by using a set of refactoring methods. According to 
the situation and based on the refactoring method, which should be applied, the 
agent could react in different ways. Its goal is to show the students, as much as 
possible, the weak points of their programming code and the possible ways of 
improving it. 

Keywords: refactoring, e-learning, software engineering, agent-oriented 
architectures. 

1. Introduction 

The existence of a large number of legacy systems and the necessity of their 
improvement for the purposes and needs of their users give rise to the creation of a 
specific process in software engineering, called reengineering. Reengineering is 
demanded in different situations when the software needs to undergo an evolution 
[1].  Here are some examples for the necessity of reengineering: the division of 
monolithic software into separate modules with the objective of their easier 
management, enhancement of the software productivity or portability, the use of 
new technologies or a change in the clients’ requirements. When the software 
constantly adapts or modifies, its source code becomes more complicated and its 
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initial architecture and structure lose their identity. For this reason the major share 
of the software development price is focused on their support [2]. In the application 
of well-known and effective software development approaches such as iterative, 
evolutionary and others, a solution has not been found in connection with the code 
complexity. This is so because in these approaches the software engineers’ efforts 
concentrate on developing new requirements while at the same time the software 
has to be supported [3]. In order to solve the code complexity problem, within the 
reengineering there emerged the special techniques restructuring [4] and refactoring 
[5]. 

At the Faculty of Mathematics and Informatics of the Plovdiv University, a 
Distributed e-Learning Center (DeLC) has been created [6, 7]. It has been 
considered a good practice to include special techniques for code simplification in 
the students’ education, especially in the Master software engineering programs. In 
this publication we present in detail an e-Learning environment for assisting the 
acquisition of the special technique of refactoring, called Refactoring e-Learning 
Environment (ReLE). A brief overview of ReLE can be found in [21]. The rest of 
the paper is organized as follows: Section 2 briefly presents the refactoring 
technique and reviews existing supporting tools; Section 3 describes the ReLE 
architecture; Section 4 presents an intelligent agent, called RA, which is the kernel 
of the environment; in Section 5 some implementation issues have been discussed; 
Section 6 demonstrates the use of the RA, and finally Section 7 concludes the 
paper. 

2. Refactoring 

The main goal of refactoring is to improve the design of the existing programming 
code. In [5] the refactoring is presented as a sequence of small transformations of 
the source code in a software system, as they preserve the external behaviour of the 
software system and lead to large restructuring of the source code. Each 
transformation can be presented as a pattern that is called “refactoring”. Fig. 1 
presents an example of refactoring. 

Extract class 

Condition: You have one class doing work that should be done by two classes. 
Motivation: A class has many methods and quite a lot of data. A class is too 

big to be understood easily.  
Action: Create a new class and move the relevant fields and methods from the 

old class into the new one. 
 
 
 
 
 

Fig. 1. Extract Class refactoring method 
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The activities connected with the source code transformation are defined as follows 
[5]:  

• Localization of the “bad” places in the source code, which has to be 
refactored. 

• Selection of the right refactoring from a refactoring pattern list according to 
the concrete situation in the source code. 

• Provision that the applied refactoring will preserve the behaviour of the 
software system – we create a unit test about this place in the source code. 

• Application of refactoring. 
• Execution of unit tests after refactoring. 
• Determining the influence of refactoring on the software quality 

characteristics (complexity, intelligibility, support possibilities) or on the process 
(productivity, price, efforts).   

• Coordination support between the code to which refactoring is applied, and 
other software artefacts (project documents, requirements specification, tests, etc.)  

Although the refactoring process could be realized by hand, the possibility of 
applying automatic tools is of great importance. At present, a number of such tools 
are available, where the aspect and degree of the process automation vary 
depending on the particular tool and supported maintenance. Tools like Refactoring 
Browser [8], XRefactory [9] and jFactor [10] apply semi-automatic approach, after 
which the place and type of refactoring are chosen by the user. According to some 
scientific researches completely automated refactoring is also an acceptable 
approach. Guru, for example, belongs to this category and is used for restructuring 
hierarchies of successors and methods for refactoring in SELF programs [11]. Some 
other approaches for automated refactoring are presented in [12-15]. A current 
tendency in this field consists in the integration of refactoring tools in powerful 
industrial environments for software development. Such is the case with Smalltalk 
Visual Works from v7, Eclipse from v2, Together Control Center from v6, IntelliJ 
IDEA from v3, Borland JBuilder from v7, etc. All these tools focus on applying 
refactoring in compliance with the user requirements. Another group of tools, which 
are less in comparison with the previous ones, provide the opportunity to define 
when and where to apply refactoring. In [16], an approach is presented after which 
the implementation is realized via metrics, whereas in [17] the possibility is 
described for automation via invariants by means of the Daikon tool. The latter 
approach is based on a dynamic analysis of the behaviour of the run-time of the 
system and its most proper application is as a complement to the other approaches.  

The proposed environment differs from the existing tools in several aspects: 
• The environment is a prototype and is intended, first of all, for teaching 

students. 
• The code analysis is done in real time, i.e. during the code development 

phase the students can be assisted in improving its quality. 
• An agent-oriented implementation is realized. 
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3. ReLE Architecture 

The ReLE architecture consists of two components (Fig. 2): 
• Front-End (FE) – the environment, which is used by the students for the 

development, compilation and testing of the source code; 
• Back-End (BE) – the Refactoring Agent (RA), which is an intelligent agent 

assisting the students during the code development. 
The Refactoring Agent is an autonomous software application that 

continuously analyses and assesses the code that is developed in FE. Consequently, 
from the RA point of view, FE is its environment. The Refactoring Agent 
communicates with its environment by means of its sensors and effectors. Via the 
sensors the RA accesses the complete source code. This implies not only the files 
being edited, but also the completed ones that have not been opened in the FE for 
editing. In this way the agent could make a profound analysis and give an adequate 
assessment for the required changes on the basis of all the code rather than the part 
that is currently being modified. The sensors also provide some basic metric 
information to the agent, which is used for initial filtering of the possible 
refactoring methods that can be further evaluated. The possible metrics are LOC 
(Line Of Code) per class/method, number of methods/attributes per class, and so on. 
The role of the effectors is to trigger different events that assist the students during 
the accomplishment of their tasks in FE, where they are working. Such events could 
be: 

• Underlying particular parts of the code by highlighting them with an 
appropriate colour; 

• Displaying messages in dialog windows, balloon messages, etc.; 
• Emitting sound-signals, vocal messages; 
• “Incarnating” the agent in the form of animation to exalt the effect.  

 
Fig. 2. ReLE architecture 
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The collaboration of the sensors and effectors is coordinated by the Local 
Control of the agent, which is based both on the information, incoming from the 
sensors, and the refactoring rules, stored in the Refactoring Knowledge Base (RKB) 
of the agent.  

The analysis of the source code, written by the students in FE, is made by the 
RAnalyzer. Before the RAnalyzer starts its work, the RParser parses the source 
code and creates a tree structure from it. This tree structure can be analysed by the 
RAnalyzer.   

The RKB consists of a set of rules together with a set of classes, which build a 
consistent knowledge base. Each rule describes in a common form the conditions, 
which allow a particular refactoring method to enter the “short list”, based upon 
some metrics.  

For example, a possible rule for choosing the “Extract class” refactoring 
method could be LOC_by_class > predefined_value, which actually means that the 
refactoring method will be fired when the class becomes too big (depending on the 
predefined value). 

In this way, the rules are used by the RAnalyzer in order to make the initial 
filtering of the refactoring methods, which should be evaluated at the next step. 

Each refactoring class contains the code for the particular refactoring method, 
as well as a code for the final evaluation of the possibility of applying this 
refactoring method. The refactoring methods filtered by the RAnalyzer are then 
examined by using the evaluation part of each refactoring class. In this way, the 
agent takes a final decision about which refactoring method to be used at what 
place. 

At the last step, the refactoring is applied by using the actual refactoring class 
after a negotiation with the user – as described in the next topic. 

4. Refactoring Agent RA 

As mentioned, the kernel of ReLE is an intelligent agent assisting the students in the 
process of refactoring. Its main task consists in checking the code, which is being 
developed by the students in FE, and appropriately displaying instructions for 
improving its quality, whenever necessary.  Depending on the refactoring method, 
which should be applied, the agent could react in three different ways (Fig. 3): 

• Automatic Refactoring – to apply the method automatically after 
receiving a confirmation from the user. 

• Refactoring Proposal – to display detailed instructions, explaining to the 
user where and how the particular refactoring method should be applied. 

• Refactoring Questionnaire – to ask the user additional questions in order 
to clarify the conditions and define the appropriate refactoring method. 
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Fig. 3. Activity diagram of RA functionality 

In the cases when the refactoring method is comparatively simple and the 
criteria for its application are clear, the agent could offer the user to implement the 
required changes automatically. Some of the appropriate methods for this approach 
are: Move Method, Move Field, Extract Class, Extract Method, etc. Here is an 
example (Move Method): 

• On the basis of the refactoring rules in RRB, the agent finds out that there 
is a method in class A, that uses resources mainly from class B, which implies the 
application of the Move Method. 

• The agent displays a message, in which it offers the user to move this 
method to class B. 

• In case the user agrees, the agent moves the whole method from class A to 
class B by: 

- correcting all references to the resources in class A, so that they are 
accessible from class B, and adding the required parameters to the method 
if needed; 

- substituting all method invocations, so that they use its new position in 
class B. 

The intervention of the user in this process is not excluded, of course, and it is 
possible in case he/she would like to correct the code of the method after it has been 
replaced in the other class. 
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Often, the criteria for refactoring are clear but the application of the particular 
method implies a significant change in the code or its structure. In these cases an 
approach is recommended, after which the agent informs the user about the specific 
situation and offers them detailed explanations about the possible improvements 
that could be made in the particular situation. Some of the proper refactoring 
methods that belong to this category are Replace Conditional with Polymorphism, 
Replace Delegation with Inheritance, Replace Inheritance with Delegation, etc. 
Here is an example (Replace Conditional with Polymorphism): 

• In compliance with the rules in RRB, the agent finds out that there is a 
condition, which chooses a different behaviour on the basis of an attribute of a 
given object. This is an appropriate case for applying the method Replace 
Conditional with Polymorphism; 

• The agent underlines this part of the code and displays a balloon message, 
which points out that refactoring of the marked code is required; 

• If the user would like to become familiar with some additional information 
concerning the agent’s recommendation, such could be presented in the form of 
consistent steps, which he/she should implement in order to improve the quality of 
the code. 

Often the choice of applying one or another method for refactoring is made on 
the basis of an almost uniform set of criteria where just a few differ from one 
another. In the cases when some of the requirements for applying the refactoring 
methods are met and yet this is not sufficient to define uniquely the most 
appropriate one, the agent could “ask” the user several questions in order to clarify 
the concrete situation. Having clarified the requirements, the agent defines again the 
type of the situation, which could be one of the types described above: automated 
refactoring or a refactoring proposal. Here is an example: 

• The agent finds out that a given class contains a numeric “type code” but 
cannot determine if this code changes the behaviour of the class; 

• The agent displays a question to the user, asking them whether this “type 
code” influences the behaviour of the class; 

• If the answer is “no”, the agent offers the user to apply the Replace Type 
Code with Class method; 

• If the answer is “yes”, the agent asks the user whether the “type code” 
attribute changes during the lifecycle of the object; 

• If the user’s answer is “no”, the agent offers the user to apply the Replace 
Type Code method with Subclass; 

• Otherwise, the agent offers the Replace Type Code with State/Strategy. 

5. Implementing the RA’s prototype 

A brief overview of the RA’s prototype is described in this section. It is a big 
challenge to create an integrated development environment, consisting of the RA’s 
environment and the working environment for the students. Furthermore, the 
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implementation of the RA’s internal architecture and the embedded knowledge base 
are presented in the section. 

5.1. Integrated development environment 

The integrated development environment consists of an agent-oriented development 
tool – JADE [19], and an environment for developing Java programs – Eclipse [18]. 
Both environments have a rich set of integration features, providing a possibility to 
work together. On the one hand, Eclipse uses the “plugins” concept, which brings a 
powerful mechanism for interaction with external components. On the other hand, 
the agents’ sensors and effectors are the environment interaction mechanism. This 
raised the idea of both the sensors and the effectors to be developed as plugins in 
Eclipse. In this way, one of the significant concepts in the agent-oriented systems is 
implemented with Eclipse components. As a result, the integration between the two 
environments was implemented entirely by their own tools. 

The RA’s implementation is distributed in both environments – JADE and 
Eclipse (Fig. 4). Some of the Java classes, implementing RA, are built in the 
Eclipse Platform in the form of plugins. In this way, the RA has access to the 
needed data (Resources) in Eclipse – mainly this is the source code, produced by 
the students. The agent can interact with the graphical User Interface (UI) as well as 
other APplication Interfaces (API). In this way the communication between the 
student and the RA is implemented. 

The RA has to reside a particular JADE container. During the RA operation 
different behaviours can be added to the agent. Each behaviour implements logic 
for the analysis and modification of the source code. In this way each refactoring 
method is presented as separate behaviour. Furthermore, the RA can communicate 
with other agents in the same container and assign them tasks, using JADE API. 
The RA’s access to Eclipse Java Editor is possible by the help of Java Development 
Tools (JDT) plugin. 

Fig. 4. Integrated development environment 
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5.2. RA knowledge base  

The knowledge base of the Refactoring Agent is a fundamental part of its 
architecture. It contains a set of rules determining whether a situation requires 
refactoring and which refactoring methods should be applied.  

Each class of the agent’s knowledge base on refactoring includes a code, 
which implements a specific refactoring method, and a code, enabling the final 
evaluation of the possibilities for applying the refactoring method (the evaluation 
part). The refactoring methods, chosen by the RAnalyzer (Fig. 2), are under 
investigation. For that purpose there is used the evaluation part of the classes, which 
implement the refactoring methods in the knowledge base. In this way the agent 
takes a final decision about which refactoring method to use and in which location 
to apply it in the code, written by the student. 

The current implementation of the RA knowledge base is presented on the 
package diagram in Fig. 5. The main package in the knowledge base, called 
“Pattern”, contains the common functionality for the rules and for the refactoring 
methods. Each refactoring method is a set of classes that extends the abstract 
functionality from the “pattern” package in such a way as to reach the needed 
refactoring behaviour. The set of classes of the refactoring method is put in a 
different package for each refactoring method. Currently the knowledge base 
contains packages for seven different refactoring methods, represented with a 
separate package on the diagram in Fig. 5. 

remove

conditional_to_polym

typecode_questionnarie

encapsulate

inline

decompose

consolidate pattern

 
Fig. 5. Package diagram of the RA knowledge base 

The structure of the refactoring packages in the knowledge base is illustrated 
by the “decompose” package (Fig. 6). The classes on this class diagram correspond 
to the classes in Fig. 5, but here they are shown in a more specific way. The Visitor 
class traverses the current syntax tree and looks for package specific situations in 
the code, and the Resolution class, which contains the logic for the agent reaction 
for this particular package. 
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Fig. 6. Implementation of the refactoring method 

The structure of the other refactoring packages is similar. Тhe implementation 
of a new refactoring method needs two additional classes that implement the 
concrete behaviour.  

5.3. RA Components 

The major classes and their relationships, implementing the RA, are shown as a 
class diagram (Fig. 7). The RA life cycle is depicted in the sequence diagram     
(Fig. 8). The main steps of the life cycle are described in more details. 

The first step is the initiation of the RA (1-5 in the diagram). The Activator 
class creates a JADE container, in which the RA operates. This class contains 
RALifecycleListener objects, the so called observers/listeners (in the Observer 
pattern [20]), and methods for notification of all registered observers. Each 
refactoring method corresponds with a separate observer. The observers inherit the 
MarkerManager class used for highlighting code fragments, considered for 
refactoring. The highlighting option can be deactivated by the student through the 
start/stop button of the RA. 
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Fig. 7. RA class diagram  

After the initialization of a JADE container, the control is passed to the agent. 
The refactoring methods are implemented as instances of the AgentBehaviour class. 
In the second step the current Java program is transformed into a syntax tree (AST) 
by RAUtilities, which uses the JDT plugin in Eclipse (mark 6 in the diagram). The 
syntax tree is kept continuously in conform to the actual state of the source code by 
the JDT plugin. Furthermore, the agent works with the syntax tree to localize the 
places suitable for refactoring. In order to generate the syntax tree there is used the 
Java pattern shown as a class diagram in Fig. 9. In the third step a Visitor is created, 
which crawls the syntax tree and fills in the data structures, unique for each 
refactoring situation (marks 8-11). The agent determines its reaction according to 
the gathered information. It can react in one of the following three ways: automatic 
refactoring, refactoring proposal, and refactoring questionnaire. The fourth step 
(mark 12) is for the creation of markers, which are visually represented as 
underlined parts of the source code. This is possible because each AST node 
contains actual and detailed information about the position of the corresponding 
syntax element. In this way the student attention is focused on the most interesting 
parts of the source code. 
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Fig. 8.  RA sequence diagram  

Until now we have not discussed the way in which the RA’s behaviour reacts 
with the automatic refactoring, the refactoring proposal or refactoring questionnaire. 
This is because the connection between the JADE-behaviour and the so called 
marker resolutions is not direct. It is set by a configuration file. In principle a class 
is created, in which the logic’s reaction is encapsulated. This logic is executed by 
the user when they points with the mouse cursor at the marker’s annotations and 
extract the data, needed for its execution, from the marker’s attributes. 

 
Fig. 9. AST class diagram  
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6. RA based student teaching  

The RA agent can be used for teaching students in the following three scenarios: 
• Inline Temp 
• Replace Conditional with Polymorphism 
• Typecode Questionnaire Behaviour 

6.1. “Inline temp” scenario 

An example for automatic refactoring behaviour of the RA is the “Inline Temp” 
situation. By definition, this situation occurs when a temporary variable is used to 
hold the result of a simple expression, mostly the result of a method call. According 
to Fowler’s guides [5] this refactoring method can be described as: “Replace all 
references to that temp with the expression”. 

In cases when the refactoring method is relatively simple and the criteria for its 
execution are unambiguous the agent could offer the student to do the required 
changes automatically. In this situation the student has to: 

• Accept the offer from the agent, because they are not sure what to do with 
the code or just likes the agent’s proposal – in this situation the agent is an assistant, 
that helps the student with refactoring rules; 

• Do not accept the agent’s offer, because the idea, which lies behind the 
code, would be ruined – in this situation the student evinces creativity and the agent 
only shows them a piece of advice, according to the refactoring rules in the 
Refactoring Rules Base.  

From the implementation point of view, in the scenario “Inline Temp“ the RA 
looks for local variables, which can be removed from the program code. The 
residence of the RA agent in the integrated environment is indicated by a toggle 
button appearing on the toolbar (in the frame) (Fig. 10). In this time the Eclipse 
environment is launched.   

 
Fig. 10. The refactoring agent’s toggle button 
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When clicked for the first time after launching Eclipse, the toggle button 
creates and initializes a JADE container, which the Refactoring Agent resides. A 
repetitive behaviour is then added to the agent, where every 5 seconds the agent’s 
environment (source code in the active Java editor) is scanned, and a syntax tree is 
generated. The syntax tree is searched for local variables that could be inline objects 
of a declaration. These are in fact nodes, modelling the underlined syntax 
construction. The variables, which are reassigned a value after the initialization, are 
not considered. When local variables, which the “Inline Local Variables” 
refactoring method can be applied to, are discovered, they are highlighted in the 
editor by changing their background (Fig. 11). In this way the student, working with 
the Java source code, can see them.  

 
Fig. 11. Highlighted code in the editor 

Furthermore, on the left vertical ruler, the Refactoring Agent’s icons appear 
for every line, containing either the declaration or a usage of a local variable 
suitable for in-lining. On the right vertical ruler there appear markers (see Fig. 10) 
that, when clicked, scroll the editor to the corresponding line of code. When any of 
the icons on the left vertical ruler are clicked, the corresponding code is selected 
and there appears a dialog with options (Fig. 12). The first option is the one offered 
by the Refactoring agent.  

 
Fig. 12. A dialog window 

When double-clicked, this option inlines the local variable - the declaration is 
removed and its usages are replaced with its value (Fig. 13). 

 
Fig. 13. Replacing the declaration with its value 

The information, used to perform this action, for example a location in the 
source code, is obtained from the generated syntax tree. If the toggle button on the 
Eclipse’s toolbar is pressed again, the agent’s behaviour is suspended until the 
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button is pressed once again. The highlighting of the code stops and the icons and 
markers on the left and right vertical rulers disappear.  

6.2. “Replace conditional with polymorphism” scenario 

Often the refactoring criteria are clear but the execution of the particular method 
implies a significant change in the code or its structure. An example for such 
situation is the “Replace Conditional with Polymorphism” situation where there is a 
“conditional that chooses different behaviour depending on the type of an object” 
[5]. For this situation the refactoring method looks quite complex: “Move each leg 
of the conditional to an overriding method in a subclass. Make the original method 
abstract.” 

In such cases the recommended approach is for the agent to inform the student 
about the specific situation and to propose to them detailed explanations about 
possible improvements that could be made in the particular situation. The student’s 
possible decisions in this situation are: 

• To execute the proposed refactoring method – in this situation the agent 
guides the student by showing them a detailed list with steps for that particular 
refactoring method. 

• To refuse the proposed refactoring method – the idea of the current code of 
the student is different and the suggestion of the refactoring agent is not appropriate 
for it. In this situation the refactoring agent only assists the student by showing 
them a possible decision.  

• To use the proposed refactoring method but having modified it in the 
appropriate manner according to the particular case in the code and the concrete 
goal – in this situation the student evinces creativity, because they use current 
information about the refactoring method, proposed by the refactoring agent, and 
applies additional knowledge to resolve the problem.     

From the implementation point of view the resulting data structure, which is to 
be obtained by processing the syntax tree, is a list of the “switch statements” tree 
nodes. The node is the syntax construction, or the switch. Furthermore, the 
expression has to receive as a switch condition a variable from the integer type, 
which is a class field (again for simplicity sake). The student’s attention is attracted 
by an annotation in the Java editor of the corresponding code part. By clicking on 
the icon, through which the annotation is designated, the refactoring proposal view 
opens (Fig. 14), showing an HTML document. The reason for this, as we have 
already mentioned, is that the Replace Conditional with Polymorphism method is 
too complicated for execution so it is advisable to present the student with a 
detailed list of steps, which they need to follow in order to apply it in practice (the 
steps are also the contents of the displayed HTML document). That would be much 
more useful for the student’s education than an automated refactoring even without 
considering the complexity of its implementation. The algorithm for obtaining the 
resulting list is simplified as much as possible. The only case, taken into 
consideration, is when the conditional expression has taken the form of a switch 
construction.   
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Fig. 14. An HTML file with explanations concerning the Replace Conditional with Polymorphism, 
visualized in the RefactoringProposalsView 

The only technical peculiarity of this behaviour is that the HTML files, which 
have to be presented to the student and are located in a resources subfolder of the 
project (see the “Resources organization” section), serve as a pattern. In these files 
there can be placed variables, which would obtain a value when visualized. For this 
purpose the variables have to be surrounded by the symbols ${ and } (for example, 
${TYPECODE}).  

6.3. “Typecode questionnaire behavior” scenario 

There are cases, where additional information is needed for the choice of applying a 
refactoring method, obtained by means of a dialog with the student. For example 
the refactoring situations “Replace typecode with class, subclasses or state/strategy” 
need to be “discussed” with the student in order to recognize the correct refactoring 
scenario. After the requirements become clear the agent defines the type of the 
situation again. It could then be brought to one of the types described above: 
automatic refactoring or refactoring proposal. When the agent is in the refactoring 
questionnaire situation, the student’s response can be one of the following: 

• To answer the question that is asked by the refactoring agent. According to 
the student’s answer the refactoring agent offers them a particular refactoring 
method that belongs to the refactoring proposal, or an automatic refactoring. The 
response of the student depends on different possibilities, described in the previous 
situations;  

• Not to answer the question, asked by the refactoring agent – based on the 
asked question, the student can make a decision that the code is clear and there is no 
need to be refactored. In this situation the refactoring agent helps the student only 
by asking the question. The student is given the chance to think about the problem 
based on the content of the question. The student evinces creativity and they can 
resolve the problem without the proposal of the refactoring agent.  

From the implementation point of view for the discussed situation (Replace 
typecode with class, subclasses or state/strategy) the resulting structure from the 
processing of the syntax tree is again as simple as possible – a list of variable 
declaration fragments, corresponding to class member variables of the integer type, 
the names of which contain a substring of the “mode”, “type”, “class”, “kind”, 
“group”, “variant”, “variation”, and “code” set. This criterion serves to determine 



 62

situations, where it is not completely clear which of the refactoring methods is 
applicable: 

• Replace Typecode with Class; 
• Replace Typecode with Subclasses; 
• Replace Typecode with State/Strategy. 
The characteristic feature of this behaviour is expressed in showing a 

questionnaire (Fig. 15), which is implemented as a JFace wizard as a result of the 
student’s choice of an option from the marker context menu. 

 
Fig. 15. A context menu for opening of a refactoring questionnaire  

The questionnaire consists of two questions and three possible refactoring 
methods depending on the answers (Fig. 16). 
 

 

Fig. 16. The first page of the refactoring questionnaire   



 63

The answers to the questions, given by the student, are stored and serve as a 
basis for the selection of the exact refactoring method, which is to be displayed in 
the refactoring proposals view. The state (active/inactive) of the Next, Back and 
Finish buttons depends of the same answers. Тhe second question from the 
questionnaire, if the answer to the first one has been positive, is shown in Fig. 17.  
 

 
Fig. 17. The second question from the refactoring questionnaire.  

The answer to the first one was “Yes” 

Conclusion 

The implementation of the Refactoring Agent shows that the two environments – 
Eclipse and JADE – can work together and that their APIs could be exploited to 
provide the wanted behaviour:  

• constant analysis of the source code on site (within the Java editor of 
Eclipse); 

• highlighting the portions of code, which could be refactored, according to 
the analysis results, and proposing options to the student; 

• changing the source code. 
In future, the Refactoring Agent should be augmented with more logic for 

locating portions of source code suitable for refactoring and for providing options to 
resolve these situations.  

The user should be able to see and navigate to all the portions of code which 
are considered suitable for refactoring (by means of an Eclipse “view”), as well as 
to ignore any of those portions, so that they are not highlighted anymore. The 
analysis should occur immediately at the source loading and after that in response to 
changing the source code by the user (i.e., writing a new code), so that it does not 
take up too many resources. 
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